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Abstract

A Workflow is a collection of coordinated tasks designed to carry out a well-defined process. Workflows are ubiquitous in process management. The question we address in this thesis is how to specify and design verifiable workflows for such processes. To specify workflows, we borrow a simple algebraic notation from computer science. We illustrate the use of two algebraic specification languages: Pi-calculus and Calculus of Communicating Systems (CCS), through a series of typical workflow examples.

We explore two areas of application for workflows: Education and E-governance. Building such systems remains a challenge: on the one hand, the systems are required to be open, whereas, on the other, there is the need to preserve and protect private and confidential information of potentially millions of users. This requires that systems carry clear specifications of how access to users’ documents are managed throughout an application’s workflow.

We describe a modular, fine-grained, state-based model that can form the basis for specifying access control in e-governance service delivery workflows. The model consists of three layers: a data store, a workflow layer, and an access control layer. The data store consists of fields and forms. The workflow is specified as concurrent processes each representing a user. The access control layer specifies, for each user (process), the user’s view of the data store as determined by that user’s state in the workflow.

Such modular specifications can guide the implementation and the verification of e-governance applications. We give a web-based prototype implementation for the model and show an example of an application generated by the implementation. This implementation differentiates access control from the workflow engine. However, we also show how access control can be modelled using Pi-calculus.
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Chapter 1

Introduction

Workflow Management Systems (WFMS) have been gaining popularity over the years. This has been driven by the need for new high level approaches for developing web based applications. By workflows, we mean a collection of coordinated tasks designed to carry out a well-defined process typically involving multiple identities like teachers, students, administrators, employees etc. A workflow separates the various activities of a given organisational process into a set of well-defined tasks [32]. The main idea behind these systems is to provide a high level environment to model and automate various processes. In a workflow, various tasks are carried out by several users in accordance with a set of rules which is the model of the workflow.

A workflow management system (WFMS) is a generic software tool which allows for the definition, execution, registration and control of processes [51]. A process is a sequence of one or more related and structured activities that have a clearly stated objective. It can be something as simple as conducting an exam for a student, to something as complex as the Passport Application system for the government of India. Because processes are such a dominant factor in workflow management, it is important to use an established framework for modelling and analysing workflow processes [51].

WFMS address a real world problem of expressing complex processes as entities. This has lead to a number of commercially available WFMS, such as Taverna [10], an open source domain independent WFMS for scientific workflows, Comindware [1], a software for Adaptive Business Process Management and Workflow Automation, and ProcessMaker [7]. IBM Lotus [3] also provides support for automating workflows. Most of the focus of the market has been to provide tools for expressing these processes using graphical tools. This is primarily due to the ease of use of these tools for the end user. However, a formal modelling based approach for expressing these processes has its own merits.

Formal modelling of workflow processes is not an unexplored area, several techniques have been used to model workflows in WFMS. A graphical notation, Petri nets [29] are widely allocated for modelling workflows, as they feature a state-based approach towards modelling. The Petri net was invented by Carl Adam Petri in the sixties [29]. Petri nets and other modelling based approaches provide formal semantics, expressiveness and various analysis techniques, that are unavailable in most commercial WFMS.
However, the idea of specifications using a graphical model leaves scope for improvement. The idea of an algebraic approach that can be published as a specification in a widely available documentation. In their paper, Smith and Finger [68] introduced Pi-calculus as one such approach that can been used for modelling workflows. Calculus of Communicating Processes or CCS [54] is another algebraic approach that is used to model workflows, however it should be noted that Pi-calculus is essentially an extension of CCS.

Another major key flaw that we observe in modern commercial WFMS is the absence of any form of access control. Workflows are often used to model highly sensitive processes, such as E-governance processes, where the user data is confidential. We believe that it is important to have an access control policy such that even though no user can change the access control policy, it is open to all the users for scrutiny. This should also be published as a part of the specification of the WFMS. Such a specification can later be used for a security audit, and even the verification of the system. We discuss more the about the different access control models and their extensions into WFMS in the next section.

This thesis proposes an approach for algebraic modelling of workflow processes, also taking into consideration the access control of the users involved. We use the concept of State Based Access Control, where the system state evolves by user interaction. Also, for every user, access to shared data in the workflow changes with every interaction. We employ an algebraic formalism such as CCS or Pi-calculus and to specify the workflows layer. These formal languages, allow for static and dynamic analysis of such workflows [24, 31, 84]. We use a layered approach with layers as: Process Layer, Data Layer and View Layer. The data layer in the model is stored in form of fields and forms. The process layer expresses the workflow. The view layer connects the data and workflow by defining permissions on the data for each user state. The view layer is responsible for access control. We show later how this approach can then also not only for verification and analysis of workflows, but also to build a web application just based on the specification.

Commercially available WFMS are used in almost all domains, ranging from scientific processes to E-governance. As a part of this thesis, we focus on two areas that, according to us, can be best used to demonstrate our approach. Firstly, we consider E-Governance, where most of the processes are well described and their plain-text specifications are mostly available. Workflows have been modelled for several E-gov processes [16, 56] previously. The other area is Education, where processes like conducting an exam, grading assignments etc are few of the most intuitive examples to represent workflows. The next sections discusses these two areas.

1.1 Domains for application of Workflows

1.1.1 Workflows in Electronic Governance

The right of the citizen to scrutinize and participate in the process of governing forms the basis for Open Government [62]. The origins of the concept of Open Government date back to the era of
European Enlightenment [37], whereas the term was formally introduced in the United States of America [62]. In the past decade, thanks to the initiatives by various governments, Open Government is being adopted across the globe. However, most of the effort till now has been towards publishing static data.

This basic idea of publishing government data and proceedings however continues to evolve, under the influence of the open source movement [50]. Open government at its current state means a government where citizens can not only access data and proceedings, but also contribute back by becoming participants. The three modern principles of open government are: Transparency, Participation and Collaboration [50]. Transparency forms the basis for open government. It is the principle by which citizens have access to government processes and actions. This principle is a part of the law in most countries of the world. For example, in India, the Right to Information Act (RTI) [36] gives the public the right to inspect government documents and records. The principle of participation on the other hand, allows the citizen to provide input and feedback to a government process. Collaboration is the principle where a citizen can actively take part in the government process. Collaboration ranges from the public being involved in the law making process to citizen-run community service efforts.

The United Nation’s Millennium Development Goals (MDGs) [58] also recognize the need for open government. Goal 8 expresses the need for developing “open, rule-based, predictable and non-discriminatory” financial and trading systems. However, this would be even better if it could be generalised to all systems. In recent years, many governments in the world have moved towards standardisation of e-governance processes to align themselves with the principles of open government [57, 60]. However, in order to make this vision a reality, governments must ensure that specifications of their process workflows are published and available to all for scrutiny. These specifications can then form the basis of verifiable and auditable implementations. The problem here is close to that found in software engineering requirement specifications, where formal notation is used to describe the required behaviour of an application with its users and the operating environment. These specifications are used to build implementations as well as validate them.

In this thesis, we approach the problem of specifying open e-governance applications by modelling them as service delivery workflows. We consider a government representative or a citizen as a user in the e-governance workflow. The principles of Open Government may then be translated as specific requirements for the workflow. Transparency for a user in a workflow is simply read access to certain fields or documents in an e-governance workflow. Participation is a scenario where the citizen has access to certain documents such as feedback. Collaboration is similar to participation, however the citizen would act as an active user in the workflow, and thus can contribute to the process. Finally, the specification of the workflow should be made public to enhance the level of transparency even more.

Open government encourages the citizens to get involved in the e-governance process, however this also raises the issue of access control due to the sensitivity of data involved. The users should have access to view and edit certain data at only specific points of time, which should be dictated by the e-governance process on that data. Thus, the rights of an user to access data should depend on the state of the user with respect to the workflow. This can help address severe problems such as corruption. For
example, in a tax collection process, a tax collector should never have access to edit the amount of tax to be paid by the citizen at any step in the workflow.

There have been many frameworks for modelling e-governance processes [16, 59, 63, 73], however most of them do not address the problem of access control. In the area of web systems, there are several approaches for state based access control, but they present no theoretical model, e.g. Websphere [2] and Drupal [9]. This approach works for simple workflows, but can lead to state explosion for large, complex with several users, because the access is defined on the state of the workflow rather then the state of a user. Another approach is Privilege State based Access Control(PSAC) [42], which assigns state to the data for each user/role. We, on the other hand, use a novel approach of assigning states to each process, where each process represents a citizen or a government entity in the workflow. This state is then used to determine the access of the user and also the government. Briefly in our model, the access of a user is based on his/her progress in the workflow.

1.1.2 Workflows in Education

Most educational institutions today are growing at a rate like never before with many evolving into large scale virtual organizations. This impacts the requirements of educational software in terms of the scale and complexity. One component of this complexity is the type of complex workflows that capture educational processes.

Any implementation of enterprise resource planning (ERP) for educational systems will need to model such complex workflows. Conducting an exam is a workflow, even taking attendance can be expressed as a workflow. In simple words, it is the “flow of work”, which we try to formally specify for such workflows.

In this thesis, we discuss the applications of workflows in the field of education with a simple example of the exam workflow. The student and the teacher are the two roles that make this workflow. The teacher sets the paper, gives it to the student, who submits the solution to the teacher, who then gives the grade back to the student. For simplicity, we assume without loss of generality that the exam consists of just one question and one corresponding answer.

Access control is again essential in this example, as no teacher would like any student to have access to the exam paper. Also similarly a student would not like any other student to have access to his or her grade.

1.2 Flow of the Thesis

In this chapter we gave a brief introduction to workflows and their applications in E-governance and education. Chapter 2 gives an idea on the related work in the fields of workflows and access control. This chapter first discusses the different access control models in collaborative systems, and then the various
models for several WFMS. In Chapter 3, we propose an approach to algebraically model workflows and also give a brief introduction to CCS and Pi-calculus.

Then in Chapter 4, we show via examples from the field of E-governance and education that how this model can be applied. In chapter 5, we discuss a web based implementation for our approach, that generates an access controlled web application, based on the specification of the model. We also compare our implementation with other similar ones. In Chapter 6, we give a theoretical approach that could be used for modelling access control in workflows using Pi-calculus. Finally, chapter 7 concludes the dissertation with pointers to future work.
Chapter 2

Related work on Access Control in Workflows

Workflows are often used in sensitive domains such as finance and E-governance. This raises the issue of highly sensitive data being involved as a part of the workflow process. Thus, security is a key concern when designing workflow management systems. Controlling the access is essential to ensure the security of the system. Access control, as the name suggests, is the ability to control the access to the data for all the users of the system.

In our view of access control, we consider a system having many subjects (such as users, groups, organizations) and objects (data). At any point of time a subject should logically be able to be mapped to every object with an access level. Access levels are the different levels of accesses that a user may have for an object.

Separation of duty (SoD) is also a key requirement for building secure systems. SoD aims at reducing the risk of fraud by not allowing any subject to have sufficient and absolute authority within the system to perpetrate a fraud on his own. E.g. Opening a safe requires 2 keys held by different people with different roles.

Business processes are closely related to workflows. Thus, we also look at access control from the perspective of business processes. A business process is a set of one or more linked tasks or activities that collectively realize a business objective or policy goal. BPMN (Business Process Modelling Notation) [78] is one such graphical modelling notation for modelling business processes. WS-BPEL (Web Services Business Process Execution Language) [27, 40] is also an XML-based workflow process language, which provides a syntax for specifying business processes based on web services. For a comprehensive comparison of business process methods, the reader may refer to Wang et al[75].

The road map of the chapter is as follows. In section 1, we discuss about general access control approaches in collaborative environments. In section 2, we see how these approaches are extended to workflows by looking at several workflow models, with various access control approaches employed in each of them. Section 3 talks about access control in business processes. Finally in section 4, we give the conclusion of our survey with our understanding of the shortcomings in the current approaches.
2.1 Access Control in collaborative environments

In this section, we discuss various access control approaches applicable to collaborative environments. The reader should skip this section if they are only interested in access control related to WFMS. We compare various access control approaches on several factors. The key factors are the security and flexibility they offer. We also analyze them on the separation of duty (SoD), contextual and temporal constraints.

2.1.1 MAC (Mandatory access control)

It is defined by the Trusted Computer System Evaluation Criteria [64] as “a means of restricting access to objects based on the sensitivity (as represented by a label) of the information contained in the objects and the formal authorization (i.e., clearance) of subjects to access information of such sensitivity”. It is a class of access control models where there is a system-wide policy which controls access of various users and no user can change that access control policy. This model is not very flexible and the access control policy has to be defined by the system, however this fact ensures that the security provided is absolute and the security of the system is easily verifiable.

2.1.2 DAC (Discretionary access control)

It is defined by the Trusted Computer System Evaluation Criteria [64] “as a means of restricting access to objects based on the identity of subjects and/or groups to which they belong. The controls are discretionary in the sense that a subject with a certain access permission is capable of passing that permission (perhaps indirectly) on to any other subject”. In this model, a user is responsible for controlling the access of the object he/she has ownership to, and can grant other users access to such objects. This model is very flexible because the user can control the access of various objects. But this flexibility comes at the cost of security as a malicious or flawed user can even change permissions of some objects that may effect other users of the system.

DAC together with MAC are the two basic approaches for access control. The following models use either one or both of these approaches to model access control.

2.1.3 LBAC (Lattice Based Access Control)

LBAC is an extension of MAC wherein a lattice is used to define the access of each and every subject. It was introduced by Denning [28] and later used by Sandhu [66]. It makes use of the Bell-LaPadula (BLP) model for access control similar to DAC. In mathematical terms, the lattice is represented as a partial order set. If two subjects want to access an object, the access is the meet of the levels of them, and if two objects are combined to form another object, its level will be the result of join of both their levels. It shares all the weaknesses and strength of MAC.
2.1.4 Access Matrix Model

The Access Matrix model maps the access rights of each subject to every object in the system. It was first introduced by Butler W. Lampson in 1971 [49]. It is sometimes implemented as a matrix of “subjects X objects”, and each entry is the access level of the subject for the corresponding object. However generally it is implemented in the form of ACL’s (Access Control Lists). Each object has a corresponding ACL, which stores, for each subject in the system, the access rights the subject has on the object. Capability lists are also an approach used where each subject is associated with a list, known as the capability list. This list stores each object in the system along with the access rights the subject has on the object.

This model is not able to define the rules by which permissions change in the system, and therefore only gives an incomplete description of the system’s access control security policy. Also there is a huge overhead on space in this model. This model is good for mapping static permissions, however ACL- and capability-based approaches lack the ability to support dynamic changes of access rights. Also more complex access policies such as least-privilege or conflict-of-interest are difficult to be mapped in this model. Access rights related to the context of the system also cannot be modelled by this model.

2.1.5 RBAC (Role Based Access Control)

RBAC was introduced by Ferraiolo and Kuhn [30]. Various models were given [67] for RBAC which could implement both MAC and DAC. The basic idea behind RBAC is that permissions are mapped to roles instead of subjects like in the previously discussed models. Roles are assigned to subjects based on their functionalities and a subject can have multiple roles. Each role is assigned specific permissions, based on which access is controlled. For defining RBAC we need to assign subjects to roles and then assign access rights for the objects to the roles. By assigning subjects to roles, this model provides a powerful means of enforcing conflict of interest and cardinality rules for roles [61].

RBAC differs from the Access Matrix model as in that it assigns permissions to specific operations with meaning in the organization, rather than to low level data objects. RBAC has been shown to be particularly well suited to separation of duties requirements. The major problem with RBAC is that, like the previous access control models, it is still static in nature. Roles are generally predefined, and cannot change easily with contextual changes in the environment. Also because of assigning subjects to roles, we lose control on individual subjects which may be required in several cases. Besides, specific constraints are not easily mappable with RBAC.

2.1.6 TBAC (Task Based Access Control)

TBAC [69] models access controls from a task-oriented perspective rather than the traditional subject-object perspective as used in the previously defined models. This model is used for defining “active” security models. Instead of having a system-centric view of security, TBAC approaches security modeling and enforcement at the application and enterprise level. The TBAC model includes domains that
contain task-based contextual information. Access control granted is directly related to the progress of tasks. Each step in the task is associated with a protection state containing a set of permissions. The contents of this set change as per the task that is happening.

Because permissions for a user in TBAC change as per the progress of tasks, contextual information can be considered in access control unlike RBAC. This also resembles the notation followed in WFMS, which will be discussed in the next section. However such a model can only be used if the entire system can be divided into simple tasks. Several complex systems cannot be modelled using this. Also Just-in-time permission assignment can lead to various constraints such as race conditions across workflows.

2.1.7 Team Based Access Control (TMAC)

TMAC is an approach applying RBAC in collaborative environments [70]. A team is an abstraction that encapsulates a collection of users in specific roles with the objective of accomplishing a specific task or goal. It defines two important aspects of the collaboration context, user context and object context. User context provides a way of identifying specific users playing a role on a team at any given moment, and object context identifies specific objects required for collaboration purposes. This allows for fixing the weakness of RBAC and specify control for individual subjects/objects. C-TMAC [33] has also been introduced which incorporates contextual aspects into TMAC.

2.1.8 Organisation Based Access Control (OrBAC)

In order to specify a security policy, the OrBAC model [26, 41] introduces the concept of organizations. An organization is any active entity that is responsible for managing a security policy. Each organization can define its proper policy using OrBAC. Then, instead of modelling the policy by using the concrete implementation-related concepts of subject, action and object, the OrBAC model suggests reasoning with the roles that subjects, actions or objects are assigned to in an organization. The role of a subject is simply called a role as in the RBAC model. The role of an action is called activity and the role of an object is called view. Each organization can then define security rules which specify that some roles are permitted or prohibited to carry out some activities on some views. Particularly, an organization can be structured in many sub-organizations, each one having its own policy. It is also possible to define a generic security policy in the root organization. Its sub organizations will inherit from its security policy. Also, they can add or delete some rules and so, define their proper policy.

RBAC can only model static security requirements whereas OrBAC provides means to define dynamic and contextual security requirements. It uses the concept of organizations, where if workflows are defined within different organizations, flows between different organizations need to be managed. OrBAC uses contexts to express permissions that can apply in special cases. Provisional context is one where permissions depend on previous actions performed on the system. The temporal context, on the other hand defines temporal constraints to help define dynamic temporal rules.
2.1.9 Summary

It can be seen that most of these models have a compromise between security and flexibility. Generally one is provided at the cost of the other. Hence, there is a need for a model which can offer one, without compromising the other in a major way. Also it can be seen that to enhance security, some models handle SoD, Contextual and Temporal concepts. Here is a comparison of the model discussed earlier, with how they perform with these factors.

2.2 Access Control in workflow environments:

The preceding section discussed the access control models in collaborative environments. Most of these models have been incorporated along with WFMS to provide access control. Now we discuss some of these models that are being widely used:

2.2.1 Workflow Authorization Model (WAM)

WAM [15] dynamically assigns authorizations to support workflow activities in a way that the time interval associated with the required authorization to perform a task changes according to the time during which the task actually executes. WAM uses the notion of an Authorization Template (AT) which specifies the static parameters of the authorization that can be defined during the design of the workflow. ATs are attached to tasks. When the task starts execution, its AT(s) is used to derive the actual authorization. When the task finishes, the authorization is revoked. A system called SecureFlow [76] is built on this. However, this model does not consider the order of execution of tasks for the same object as well as the authorization access to objects. This model is also static in nature, and adequate only for centralized management of workflow security.

2.2.2 RBAC based WFMS

Bertino et al. first proposed this model [18, 19] to extend RBAC into workflow management systems. It is an access control mechanism that enforces the security policy of the organization, typically expressed as a set of authorizations. The authorizations here can be expressed in terms of roles. As described in the previous section, roles represent organizational agents to perform certain job functions within the organization.

There are several advantages which come with using RBAC in WFMS. Most of these are inherited from the RBAC model that is used in collaborative environments. Firstly, it reduces the extra space overhead requirements due to access control because the number of roles are much smaller than the number of individuals. Secondly, the use of roles as authorization subjects, instead of users, avoids the need of having to revoke and regnant authorizations whenever users change their positions and/or duties within the organization. Role-based authorization is particularly beneficial in workflow environments in
facilitating dynamic load balancing when a task can be performed by several individuals. Also, RBAC is widely used in the development of WMFS’s access control. The predominance of RBAC is due to its being able to express business functions in terms of roles and the user can switch flexibly among different roles. In addition, the roles makes the users being awarded the least privileges. Therefore, RBAC has been the most natural choice in the authorization mechanism of WFMS.

However, this model still had its weaknesses. RBAC is unable to model authorization constraints on roles. Seperation of duties is also not possible using RBAC. However, because a workflow decomposes a complex activity into a number of smaller well-defined tasks, separation of duties could naturally fit into workflow models. Another major problem is that the workflow and permissions are defined separately. This problem arises in cases where the permissions depend on the state of the workflow itself. Take an example of an educational WFMS for a school, which has two roles, student and teacher. The workflow is such that a student needs to take an exam, and after he/she has submitted the exam, he/she should not be able to change it. This implies that for different students the permission of the “view exam” task is different. This cannot be modelled in existing RBAC based WFMS.

There have been several models based on RBAC. Ahn et al. [13] has used this approach and injected it into a web based workflow system. Wainer et al. [74] has used RBAC to address the need for controlled overriding of constraints. However these models face the same issues as those faced in the RBAC based system.

2.2.3 CoSAWoE framework

CoSAWoE stands for Context-sensitive access control in workflow environments. Botha and Eloff [21] provided this framework for access control in workflow systems based on RBAC. They discussed access control and workflow management as two different spheres and have proposed a RBAC based access control model to combine both spheres into a single solution. This model takes the functional requirements (such as order of events, strict least privilege, Seperation of duty(SoD)), the organization structure, and the workflow into one model. CoSAWoE acts as a layer connecting both the access control sphere and the workflow run time environment, with session control at run-time. In a session, a subject is linked with the roles that are granted to it. Thus it receives only a subset of the permissions associated with the roles that it may assume.

This framework tries to connect access control with workflows, but it is only done through the user sessions. The specification of the workflow and the specification of access control are defined as separate tasks and combined via a framework. Thus this model still suffers from all weaknesses of RBAC based workflow models. The authors view access control specification and workflow specification as separate entities.

Botha extended this framework into his thesis [20] in 2008. The mechanism was implemented for XML and agent based environments as a part of the thesis.
2.2.4 Petri net based models

Petri nets are widely allocated for modelling workflows [12, 72, 65]. Petrinets use a graphical, state based approach to model workflows. They have good analysis techniques available. Here we discuss some models using petri nets to model workflows.

Atluri and Huang [77] proposed a model which is an extension of WAM to support roles and authorization constraints such as Separation of duties etc. To ensure that these tasks are executed by authorized subjects, and to make sure that authorized subjects gain access on the required objects only during the execution of the specific task, granting and revoking of privileges need to be synchronized with the progression of the workflow through proper authorization mechanisms. This model uses Colour Timed Petri Nets (CTPN) and Open Petri Nets (OPN) to express workflows, and addresses the temporal aspects of workflows as well. The authors have used simulations, reachability trees and matrix equations to do their safety analysis. In this model, permissions change as tasks are executed, but fine grained access to individual tasks is not possible. However, it may be possible that permissions change while a task is in progress.

Knorr proposed a model for dynamic access control through petri net workflows [44]. This model uses an access control matrix to grant subject privileges to objects. Access rights are granted according to the state of the workflow. This paper has shown how access rights can be derived from a petri net dynamically. A subject has only the access rights which are needed for 'activated' activities. This model dynamically assigns access based on the activity that is being performed. This model was extended with multilevel security later [45]. He has also analyzed the model for SoD constraints [47]. This was extended for the World Wide Web in [46].

Luo et al. also propose a petri net based workflow access control module named WACM (workflow access control model) [52]. This model also supports dynamic role based authorization. They define the architecture for building such models. An Access control matrix is used to implement this model.

2.2.5 Access Control Mechanisms for Inter-organizational Workflow

SALSA [43] proposes a new kind of security architecture. This model separates the inter-organizational workflow security from concrete organization level security enforcement, and the enforcement of fine-grained access control for inter-organizational workflow. It uses a combination of two different kinds of access control modules in the overall security architecture [43]:

- An organization-specific access control module (OACM) that is controlled by each organization and enforces a security policy that was set by each organization.

- The task-specific access control module (TACM) that is controlled by each workflow and enforces task-specific security policies. Only a person with intimate knowledge of the workflow can set the security policy of each task because, in general, a task-specific security policy depends on the semantics of the workflow. The purpose of the TACM is to provide fine-grained access control for both subject and object.
2.2.6 Access Control in WFMS based on Tasks and Roles (TRBAC)

This model [39] uses both tasks and roles in order to meet the requirements for modern enterprise environments. In a WFMS, tasks are the fundamental units of workflow. In TRBAC, there are responsible tasks for each role and the permissions of objects are bound with specific tasks. TRBAC supports the “active” access control through binding the permissions on tasks and sustains the “passive” access control by grouping users into roles. TRBAC binds permissions on tasks and groups users operating the same tasks into roles, thus giving both the advantages of TBAC and RBAC. In this model tasks are assigned to roles, and then permissions of the objects are assigned to tasks. The problem with this model is that any task will have the same permissions throughout its execution, however there can be a need for permissions to change within a task, which cannot be specified using this model.

2.2.7 Other models

Botha et al. [22] propose a model to solve the problem of addressing SoD constraints in workflow systems.

Wu et al. propose METEOR [82] which is also an access control model based on RBAC but it works on security of application data. They model a healthcare workflow application, and use UML to model workflows.

Zhao et al. propose IRBAC [85] which enables users to express business character and phase authorization constraints. There are several other models like Temporal-RBAC which introduce temporal aspects into workflows, however being out of scope of our work, have not been studied.

2.3 Access Control for business processes

A business process is a set of one or more linked tasks or activities that collectively realize a business objective or policy goal. Access control in business processes is still a relatively new topic and there is limited literature available in this area. In this section we discuss the access control approaches primarily used in BPMN and WS-BPEL.

2.3.1 Access control in BPMN

Business process Model and Notation (BPMN) is a graphical notation for specifying business processes in terms of a Business process diagram (BPD). It is being used vastly to model business processes. The reader may refer to [78, 79] for more information about BPMN. As in workflows, there is a need to model access control in BPMN. Below are some models that provide access control to BPMN.

Wolter et al. [81, 80] have proposed a model driven approach to model security goals along with the business process. The goals focused in this paper are: Confidentiality, Integrity, Authentication, Authorisation, Traceability & Auditing and Availability. They use Attribute Based Access Control (ABAC) for
implementing access control. According to ABAC, the access control decision is made based on subject attributes, resource attributes, and attributes of the resources environment. The attributes that must be present are specified by the policy constraint called “Permission”. This model breaks the development into various layers: Integration layer, Organisational layer and the Business Process layer in the middle. The Integration layer contains the data, resources and the services provided. The organisational layer holds the structure of the organisation with the roles of the corresponding users. The business process layer maps the business process with the dependencies of the other two layers.

SecureBPMN is another implementation for securing BPMN by Brucker et al. [23]. This paper discusses how Access Control, Separation of Duty(SoD), Binding of Duty and Need to Know constraints are modelled and enforced in business process driven systems. They extend BPMN with a security language called SecureBPM which is based on RBAC. They apply the MDS (Model driven security) paradigm to enforce security constraints. The requirements are automatically translated into XACML. They use Policy Decision Point (PDP) to decide if a request should be granted or not. If a request is denied, the PEP in the user interface of the workflow management systems informs the user about the violation of the security policy.

2.3.2 Access control in WS-BPEL

Bertino et al. have talked about access control and authorization constraints for WS-BPEL [17]. This paper introduces RBAC-WS-BPEL which is an extension of WS-BPEL added with RBAC and authorisation constraints. They also address separation of duty(SoD) and binding of duty(BoD) constraints. For this they have also introduced BPCL (Business process constraint language) to articulate authorisation constraints. They use XML based XACML for the specification of RBAC.

An RBAC-WS-BPEL permission is a tuple (A , Action) where A is the identifier of an activity in BP and Action identifies the type of action that can be performed on activity A. A RBAC-WS-BPEL authorisation schema for BP is a tuple (R, P, RA) where R is a partially ordered set of roles associated with BP, P is the set of permissions defined for the activities in BP and RA, a subset of roles mapped with their permissions, is a role-permission assignment relation. They provide role authorisation constraints as well as user level authorisation constraints so as to be able to deal with fine grained access control. They use XACML to model this system. BPCL specifies authorisation constraints that apply to activities in a business process. This can be used to specify priority of activities so as to model SoD and BoD constraints.

2.4 Conclusion

In this survey we have studied and analyzed various access control approaches in WFMS. We have pointed out their strengths and their weaknesses. A general finding of the survey is that Access control and workflow control are thought of as two independent problems, and a layer is modelled by most
authors to interconnect the two problems. There are also some approaches based on petri nets that offer
state based dynamic access control, however they have their own flaws. One key observed flaw is that
they provide a graphical representation of the workflow, however an algebraic specification would be
better suited for verification and publication of the workflow.

Also it can be seen that there is a need of model which is so flexible that access can be defined at
every step and still secure that its access control is guaranteed. Another requirement is to reduce the
space overhead required for access control. Roles seem like a great approach towards this, however they
come at the cost of fine-tuned access control. It appear to us that states seem to be the best way to define
the different accesses an user may need. In the next chapter, We map the state of a user to the access
over different objects as a part of the proposed model.
Chapter 3

A layered model for specifying state based access control in workflows

3.1 An Approach towards Modelling Access Control for Workflows

This chapter introduces a 3-layered approach to model access control in workflow-based systems, discussed in the last chapter. The roots of our approach lie deep in one of the most important fundamentals of software engineering, i.e., the idea of formal specifications for system development. These specifications can be used to describe a system, to analyze its behaviour, and to aid in its design by verifying key properties of interest through rigorous and effective reasoning tools [38].

The proposed approach aims at building a system where the access control policies are secure yet flexible. We employ State Based Access Control that was discussed in the last chapter. State Based Access Control limits the access to the data for a user based on the user’s state. The access control specification can also be exported along with the workflow specification, and used for verification purposes. We make use of a very simple relational data store to store the user data, that can be realized by any modern database system.

We consider each user of the system as an individual process, interacting with the other user processes, which work together in order to drive the workflow. We use a formal specification language in order to define the workflow, and add access control using the concept of views derived from the MVC framework [48] to control access to a common data store. The view of a user is a function of its process state.

We model our approach using a layered model inspired from the MVC architecture [48]. The model consists of three layers: a data layer for the data, a process layer to express workflows, and the view
layer for access control. The data layer is the representation of the data in the database. The process layer is the workflow management system which uses CCS to specify workflows. The view acts as a layer between the data and process model. This layer also addresses the issue of access control. It maps the user state in the workflow to the data model.

The rest of the chapter describes the model and its different layers, and we conclude with a brief summary of our approach.

3.1.1 Data Layer

The model assumes a forms-based document store, thus the data layer has forms, fields and users. A Form is a document, which is a collection of fields. Fields are the basic data units, that consist of a label and the field content. However it should be noted that fields are not statically assigned to forms by the data layer. In our model, each field has content associated with it, but field content is not relevant to access control and is thus not part of this model. The basic types of the data layer are

- **User**: TYPE
- **Form**: TYPE
- **Field**: TYPE

The data model operates on a fixed set of users, forms and fields. The users are the subjects for the workflow, and the fields form the objects.

- **users**: set[User]
- **forms**: set[Form]
- **fields**: set[Field]

It should be noted that we use a simple model to represent the user data, hence the data layer can be easily realised using any modern database, or even file storage.

3.1.2 Process Layer

The process layer describes the workflow of the system. Each user in the workflow is considered a separate process and has its own corresponding state with respect to the workflow. The set of actions available to the user is dependent on that user’s state. For the specification of such workflows, we employ process algebras, specifically CCS and \(\pi\)-calculus, which are briefly introduced below.

3.1.2.1 Introduction to CCS

We use the Calculus of Communicating Processes (CCS) to specify workflows for our model. For a more leisurely introduction, please refer to Milner [54]. Figure 3.1 captures the syntax of CCS. Readers already familiar with CCS may skip this introduction. An action is either silent \(\tau\), or a send \(\overline{a}\), or a receive \(a\) on a channel \(a\). The concurrent composition of processes \(P\) and \(Q\) is denoted \(P|Q, \Sigma_i \pi_i, P_i\).
Actions \( \pi := \)
\[\begin{align*}
\alpha & \quad \text{Receive} \\
\bar{\alpha} & \quad \text{Send} \\
\tau & \quad \text{Silent action}
\end{align*}\]

Processes \( P := \)
\[\begin{align*}
0 & \quad \text{Empty process} \\
\Sigma_i \pi_i P_i & \quad \text{Guarded Summation} \\
P | Q & \quad \text{Parallel composition}
\end{align*}\]

Definitions \( D := \)
\[A \overset{\text{def}}{=} P\]

Figure 3.1: Syntax of CCS.

denotes the process which upon interacting according to \( \pi_i \) becomes the process \( P_i \). The operators \( | \) and \( + \) are assumed to be commutative and associative. However, actions do not distribute over summations. Thus \( \alpha.(P + Q) \) and \( \alpha.P + \alpha.Q \) behave differently.

The dynamics of processes is defined by the basic reduction rules shown in Figure 3.2. The first rule, called reaction, allows a process expression with two concurrent processes \( \bar{\alpha}.P + M \) and \( \alpha.Q + N \), one with a send capability and the other with a receive capability to evolve into another pair of concurrent processes \( P | Q \). Note that the alternatives \( M \) and \( N \) are discarded. The second rule called “silent action” corresponds to the case when a process autonomously evolves into another process.

\[\begin{align*}
(\pi.P + M)|/(\alpha.Q + N) & \rightarrow P | Q \\
\tau.P + N & \rightarrow P
\end{align*}\]

Figure 3.2: Dynamics of CCS rules defined via reduction.

3.1.2.2 Introduction to Pi-calculus

\( \pi \)-calculus is an extension of CCS to incorporate dynamic and private channel passing. The figure below captures the syntax of \( \pi \)-calculus. The reader may also refer to Milner’s book [55] for a detailed introduction to \( \pi \)-calculus.

\( \pi \)-calculus has the ability to pass values over channels. \( \bar{x} \) denotes a vector \( x_1, \ldots, x_n \) of elements. Similar to CCS, an action is either silent \( \tau \), or a send \( \pi(x) \), or a receive \( \alpha(x) \) on a channel \( \alpha \). The parameters \( \bar{x} \) in process definitions and receive actions can refer to arbitrary (but non-process) values. Angular brackets or parentheses around empty sequences of parameters or values are dropped. Thus,
the send action \( \overline{a}\langle \vec{x} \rangle \) is written as \( \overline{a} \). The \texttt{new} \( a \) \( P \) introduces the channel \( a \) local to the process expression \( P \). The concurrent composition of processes \( P \) and \( Q \) is denoted \( P|Q \). \( \Sigma_i \pi_i, P_i \) denotes the process which upon interacting according to \( \pi_i \) becomes the process \( P_i \). Rest of the behaviour of \( \pi \)-calculus is similar to CCS.

The dynamics of processes is defined by the basic reduction rules shown in Figure 3.4. The basic two rules are the same, however as value passing is allowed on channels, a reaction takes place differently. It allows a process expression with two concurrent processes \( \overline{a}\langle \vec{v} \rangle . P + M \) and \( a(\vec{x}).Q + N \), one with a send capability and the other with a receive capability to evolve into another pair of concurrent processes \( P|Q[\vec{v}/\vec{x}] \) with the values \( \vec{v} \) in second process replacing all occurrences of \( \vec{x} \). Note that the alternatives \( M \) and \( N \) are discarded, here also.

\[
\begin{align*}
(\overline{a}(\vec{v}).P + M)|(a(\vec{x}).Q + N) & \rightarrow P|Q[\vec{v}/\vec{x}] \\
\tau.P + N & \rightarrow P
\end{align*}
\]

Figure 3.4: Dynamics of \( \pi \)-calculus rules defined via reduction.

### 3.1.2.3 Workflows as interacting processes

We express workflows as a sequence of CCS process definitions, followed by a process expression which denotes the initial state of the workflow. A change in state for a user is called a transition. For every user we list the transitions, this forms the process definition of that user. The next chapter shows how this is done with the help of a few examples.
We use this formal specification, as it allows for the simulation of the workflow and can form the basis for a requirement specification for any vendor interested in implementing the workflow. Also, this specification can be analysed using various verification and validation tools available.

3.1.3 View Layer

The view layer acts as an interface between the data layer, the process layer and the users. The view layer makes use of “permissions” to control the access of data of all users based on their states. These permissions are not static in nature, but are determined by the state of the user in the workflow. This dynamic nature of permissions forms the core of our approach.

We consider a user to have one of these four permissions to a field: neither read nor write (−−), read only (r−), write only (−w), read and write (rw), the four combinations of read and write.

\[ Perm : TYPE = \{-−, r−, −w, rw\} \]

Another function of the view is to define the form structure dynamically. In other words, the view determines what fields a form contains for each user.

The view can be thought of as every user’s access to the system at any given workflow-state, which consists of a set of forms, each with a set of fields and their corresponding permissions. Formally, we define the view as a function that maps a user’s state and a form to a set of fields and their permissions. We formalise this by defining field-view to be a partial map from fields to Perm. Field-view is defined for a user, and maps a subset of the system’s fields to their corresponding permissions. Form-view is a partial map from forms to field-view. Form views provide a view to a subset of the system’s forms. The user-view of a user is a total map from the user’s state in the workflow to form-view.

\[
\begin{align*}
\text{field-view} : & \quad \text{fields} \rightarrow \text{Perm} \\
\text{form-view} : & \quad \text{forms} \rightarrow \text{field-view} \\
\text{user-view}(u) : & \quad \text{States}(u) \rightarrow \text{form-view}
\end{align*}
\]

A user’s view, therefore, maps each state of the user to a subset of forms, where each form is mapped to a subset of fields which are in turn mapped to permissions. Note that views are not static; they are tied to the user’s state in the workflow.

On a change of state a user, the view is completely rebuilt for that user. However, instead of defining the entire user’s view for each and every user state, the view may be incrementally updated. An update changes the system’s view by utilizing the view prior to the transition, and applying the update associated with the transition.
Chapter 4

Modelling some Example Workflows

4.1 Example from Education: Exam Workflow

This section demonstrates our approach with a simple and intuitive example from the field of education, the exam workflow. We start with a simple model of a student and a teacher, and extend it a case where there are a number of students. We employ $\pi$-calculus in order to specify the process layer for this example. This is done in order to enable value passing over channels.

```
s-ready def = paper. s-writing
s-writing def = submit. s-waiting
s-waiting def = grade. s-done

t-ready def = paper. t-waiting
 t-waiting def = submit. t-grading
 t-grading def = grade. t-done
```

Initial Process Expression:

\[ s-ready \mid t-ready \]

Figure 4.1: Exam Workflow for one student and one teacher - Process Layer

4.1.1 Simple use case: A Student & A Teacher

This case considers the scenario where there are just two users in the system, a student and a teacher, who interact with each other in order to advance the workflow.
4.1.1.1 Process Layer

Figure 4.1 shows the process workflow for this example. At any given time, the student is in one of the following possible states: ready to take the exam \( s\text{-ready} \), writing the exam \( s\text{-writing} \), waiting for the grade \( s\text{-waiting} \), and done, \( s\text{-done} \). The teacher is in one of the following states: ready with the exam, \( t\text{-ready} \), distributing the exam paper and waiting for the student to submit the exam, \( t\text{-waiting} \), grading the exam, \( t\text{-grading} \), and done, \( t\text{-done} \).

Figure 4.2 demonstrates the workflow for a student (left) and a teacher (right). The nodes of the graph are the states, and the arrows are the transition between states. The labels on the arrows are events, \( \tau \) denotes a silent transition caused autonomously. Each process proceeds to the next state on a send/receive action only when there is an interaction with another process executing a complementary receive/send action respectively.

Let us consider the case of a student, who starts at state, \( s\text{-ready} \), receives the paper on the channel, and transitions to state \( s\text{-writing} \). On sending the submission on the channel, he/she moves to the next state, \( s\text{-waiting} \), and on getting the grade (signal) on the channel, finishes at the state \( s\text{-done} \). The teacher has a very similar graph, refer to Figure 4.2 for it. The specification of this interaction is expressed by the defining process equations and an initial process expression.

It is noticeable that this simple workflow is deterministic. There can be only one way in which it can proceed.

\[
\begin{align*}
\text{s-ready} & \mid \text{t-ready} \\
& =
\end{align*}
\]
4.1.1.2 Data Layer

The data model can be seen in Figure 4.3. There are three fields: question, answer, grade. There is just one form: the exam form.

\[
\begin{align*}
users &= \{s, t\} \\
forms &= \{ex\} & \text{Exam Form} \\
fields &= \{\text{question, answer, grade}\} & \text{Question, Answer, Grade}
\end{align*}
\]

Figure 4.3: Exam Workflow for one student and one teacher - Data Layer

4.1.1.3 View layer

Now we define the view layer for this example. The view associates user states with form view. Figures 4.4 and 4.5 capture the state-based access control for the student and teacher respectively.

\[
\begin{align*}
s\text{-ready} &\mapsto \{ex \mapsto \{\}\} \\
s\text{-writing} &\mapsto \{ex \mapsto \{\text{question} \mapsto r-, \text{answer} \mapsto rw \}\} \\
s\text{-waiting} &\mapsto \{ex \mapsto \{\text{question} \mapsto r-, \text{answer} \mapsto r- \}\} \\
s\text{-done} &\mapsto \{ex \mapsto \{\text{question} \mapsto r-, \text{answer} \mapsto r-, \text{grade} \mapsto r- \}\}
\end{align*}
\]

Figure 4.4: Exam Workflow for one student and one teacher - Student’s view
4.1.2 Use case: Multiple Students & A Teacher

Now consider the more common use case involving \( n \) students taking an exam. The teacher distributes \( n \) exam papers to the \( n \) students, waits for all of them to complete and submit their answers, and then returns them to each student with a grade.

4.1.2.1 Process Layer

Figure 4.6 specifies the workflow for the \( n \)-student, one teacher exam scenario. At any given time, the \( i \)th student is in one of the following possible states: ready to take the exam \( s_{i-ready} \), writing the exam \( s_{i-writing} \), waiting for the grade \( s_{i-waiting} \), and done, \( s_{i-done} \). The teacher is in one of the following states: ready with the exam, \( t-ready \), distributing the exam to the students, \( t-dist \), waiting for all the students to submit the exam, \( t-waiting \), grading, \( t-grading \), and \( t-done \). The state \( t-dist \) is parametrized by the parameter ‘A’ that denotes the set of students who have already received the question paper, \( t-waiting \) by the set of papers already submitted, and \( t-grading \) by the set of papers already graded.

The teacher starts in the state, \( t-ready \), transitions to the state \( t-dist \) with an empty parameter list, sends the paper to each student (in any order) on the channel, and reaches the state \( t-dist \) parametrized with a subset \( A \) of the set \{1,2...\( n \}\} abbreviated N. On the distribution of the papers, the teacher transitions into the \( t-waiting \) state again with an empty parameter list. On receiving the submissions from all students on the channel (again in any order), it moves to the \( t-waiting \) parametrized by the set \{1,2...\( n \}\}. Next, on receiving all the grades it transitions to the \( t-grading \) state again with no parameters. All the grades are then sent out to the students (in any order), and on reaching the \( t-grading \) state with the parameter as the set \{1,2...\( n \}\}, the teacher finally transitions into the \( t-done \) state and exits. We can see that because of any number of random orderings possible, it is very difficult to represent the flow of states in a single graph.

In Figure 4.7, we make an attempt to show the graph for the workflow of a teacher in this case, where there are \( n \) students taking the exam. The graph for a student in this case isn’t shown, as it is similar to the one in Figure 4.2. The nodes of the graph shown refer to the parametrized states. This graph
assumes that the ordering in which the exam is distributed, collected and graded is \{1,2...n\}. However, this is only one case, we can calculate that there will be O(n!) such cases.

### 4.1.2.2 Data Layer

The data model can be seen in Figure 4.8. There are three fields: question, answer and grade. There is just one form: the exam form.

### 4.1.2.3 View layer

Now we define the view layer for this example. The view associates user states with form view. Figures 4.9 and 4.10 capture the state-based access control for the student and teacher respectively.

### 4.1.3 Discussion on the exam workflow example

With this example, we can see how one can model and algebraically specify workflows which in this case was an exam workflow. This was a simple example, but such a method of formalization can be extended to large educational process as well. Intuitively, from this example it seems that all possible educational processes can be expressed by these ideas of "flow of work".

---

\[
s_{1\text{-}ready} \overset{\text{def}}{=} \text{paper}_{i}, s_{i\text{-}writing} \\
s_{i\text{-}writing} \overset{\text{def}}{=} \text{submit}_{i}, s_{i\text{-}waiting} \\
s_{i\text{-}waiting} \overset{\text{def}}{=} \text{grade}_{i}, s_{i\text{-}done} \\
\]

\[
\begin{align*}
t\text{-}ready & \overset{\text{def}}{=} \tau. t\text{-}dist(\{\}) \\
t\text{-}dist(A) & \overset{\text{def}}{=} \sum_i \text{paper}_{i}, t\text{-}dist(A \cup \{i\}) \\
t\text{-}dist(N) & \overset{\text{def}}{=} \tau. t\text{-}waiting(\{\}) \\
t\text{-}waiting(A) & \overset{\text{def}}{=} \sum_i \text{submit}_{i}, t\text{-}waiting(A \cup \{i\}) \\
t\text{-}waiting(N) & \overset{\text{def}}{=} \tau. t\text{-}grading(\{\}) \\
t\text{-}grading(A) & \overset{\text{def}}{=} \sum_i \text{grade}_{i}, t\text{-}grading(A \cup \{i\}) \\
t\text{-}grading(N) & \overset{\text{def}}{=} \tau. t\text{-}done \\
\end{align*}
\]

**Initial Process Expression:**

\[
s_{1\text{-}ready} \mid \ldots \mid s_{n\text{-}ready} \mid t\text{-}ready
\]

Figure 4.6: Exam workflow: \(n\) Students & one Teacher
We also observe that graphical notation of modelling can’t handle complex workflows, in turn proving the power of an algebraic notation such as π-calculus.

We further see that any system built on this algebraic specification will essentially be just an implementation which follows this algebraically specified workflow, taking action based on the current state and the information on the communication channel. This is a big advantage of expressing workflows in an algebraic way. It also allows such specifications to be used to statically and dynamically validate the protocol the system is following.

\[
\begin{align*}
\text{users} &= \{\sum_i s_i, t\} \\
\text{forms} &= \{\text{ex}\} \quad \text{Exam Form} \\
\text{fields} &= \{\sum_i \text{question}_i, \sum_i \text{answer}_i, \sum_i \text{grade}_i\} \quad \text{Questions, Answers, Grades}
\end{align*}
\]

Figure 4.8: Exam Workflow for \(n\) student and one teacher - Data Layer
Figure 4.9: Exam Workflow for n students and one teacher - A student’s view

\[
\begin{align*}
    s_i\text{-ready} & \mapsto \{ \text{ex} \mapsto \{ \} \} \\
    s_i\text{-writing} & \mapsto \{ \text{ex} \mapsto \{ \text{question}_i \mapsto r-, \text{answer}_i \mapsto rw \} \} \\
    s_i\text{-waiting} & \mapsto \{ \text{ex} \mapsto \{ \text{question}_i \mapsto r-, \text{answer}_i \mapsto r- \} \} \\
    s_i\text{-done} & \mapsto \{ \text{ex} \mapsto \{ \text{question}_i \mapsto r-, \text{answer}_i \mapsto r-, \text{grade}_i \mapsto r- \} \}
\end{align*}
\]

Figure 4.10: Exam Workflow for n student and one teacher - Teacher’s view

\[
\begin{align*}
    t\text{-ready} & \mapsto \{ \text{ex} \mapsto \{ \sum_i \text{question}_i \mapsto rw \} \} \\
    t\text{-dist}(A) & \mapsto \{ \text{ex} \mapsto \{ \forall i \subset A, \text{question}_i \mapsto rw, \forall i \not\subset A, \text{question}_i \mapsto rw \} \} \\
    t\text{-waiting}(A) & \mapsto \{ \text{ex} \mapsto \{ \sum_i \text{question}_i \mapsto r- \} \} \\
    t\text{-grading}(A) & \mapsto \{ \text{ex} \mapsto \{ \sum_i \text{question}_i \mapsto r-, \sum_i \text{answer}_i \mapsto r-, \forall i \subset A, \text{grade}_i \mapsto r-, \forall i \not\subset A, \text{grade}_i \mapsto rw \} \} \\
    t\text{-done} & \mapsto \{ \text{ex} \mapsto \{ \sum_i \text{question}_i \mapsto r-, \sum_i \text{answer}_i \mapsto r-, \sum_i \text{grade}_i \mapsto r- \} \}
\end{align*}
\]
4.2 Examples from E-governance

In this section we discuss our approach with two government service delivery workflows. The National Knowledge Commission of India reviews various e-governance efforts and recommends appropriate reforms for e-governance [57]. The primary recommendation is for all government processes to be re-engineered to suit computerization starting with about ten to twenty important processes and services. Our first example is one such process, the passport application in India, a workflow which demands a high level of transparency for the citizen, along with privacy for the user data. We take another example of a public grievance portal, a workflow which involves all the three principles of open government: transparency, participation and collaboration.

4.2.1 Passport Application process

Figure 4.11 presents a considerably simplified version of the Passport application process in India [35].

1. The applicant (citizen) submits a form with personal details to the Passport Office (PPO).
2. PPO receives the form. Then,
   (a) If the form is incomplete, the PPO sends back the form to the applicant
   (b) If the form is complete and meets the eligibility criteria, PPO forwards the application to the police department for verification.
3. Police receives the application form, and takes action to verify the address of the applicant.
   (a) If the citizen’s address cannot be verified, police sends “reject” to the PPO.
   (b) Else if the address is verified, police sends “approve” to the PPO.
4. Based on the response from the police, the PPO delivers the passport to the citizen.

Figure 4.11: Passport application: Plain text specification

There are several fields in the form to be submitted in the application form for the passport. However, for sake of simplicity, we have considered only three fields: Name, Date of Birth(DOB), and Address. Each of the three layers of the model are described next.
Initial Process Expression:

\[ c\text{-}filling | ppo\text{-}waiting | pol\text{-}ready \]

4.2.1.1 Process Layer

Figure 4.12 shows the CCS process specification for this workflow. This forms the process layer of our model. There are three users in the workflow: Citizen(c), Passport Office(ppo) and the police(pol). A citizen in the workflow can be in one of the following states: filling the form c-filling, waiting for the response c-waiting and done with the process c-done. Similarly, The passport officer can be in one of the following states: waiting for the application from the citizen ppo-waiting, reviewing the application ppo-reviewing, waiting for police verification ppo-verifying and being done ppo-done. The police has the following states: ready for verification pol-ready, verifying the application pol-verifying and being done with processing pol-done.

This layer maps the entire control flow of the workflow. Figure 4.13 maps the plain text specification to the CCS based workflow specification.

This model is defined in a way such that an action from a user is required whenever the user needs to send on a channel. However, receiving on the channel does not require any action by the user. For instance, a citizen has to only execute one action which is to submit the application, this is shown in Step 2 of Figure 4.11. The PPO has to get the application verified by the police and return the result to the citizen. Note that the PPO can also send an incomplete application back to the user as many times as
Figure 4.13: Passport Application - Mapping of the plain text specification to the workflow specification

required. Similarly the police has just one action which is to confirm the application to the PPO, shown in Step 9 of the workflow specification.

4.2.1.2 Data Layer

The data model for this layer is given in Figure 4.14. It stores the users, forms, fields as well as user-states. For this example, it can be seen that there is a single form and four fields. Note that the fields are not mapped to forms by the data model. We shall discuss how this is done later in this section. It can also be seen that though the states have been incorporated in the data model, the data layer is disjoint from the process layer.

\[
\text{users} = \{c, ppo, pol\}
\]

\[
\text{forms} = \{f\} \quad \text{Form}
\]

\[
\text{fields} = \{\text{name, Name} \}
\]

\[
\quad \text{dob, Date of Birth} \]

\[
\quad \text{add, Address} \]

\[
\quad \text{qstatus}\} \quad \text{Query status}
\]

Figure 4.14: Passport Application - Data Layer

4.2.1.3 View layer

The view connects the data and the process layers. The view layer associates user state with the form view. Figure 4.15 shows the view for a citizen corresponding to the citizen’s state. Note how the data
layer i.e., forms and fields are mapped to the user states with their associated permissions. This change in permissions with states is how the data-flow is expressed by our model.

\[
\begin{align*}
\text{c-filling} & \mapsto \{ f \mapsto \{ \text{name} \mapsto \text{rw}, \\ \text{dob} \mapsto \text{rw}, \\ \text{add} \mapsto \text{rw} \} \} \\
\text{c-waiting} & \mapsto \{ f \mapsto \{ \text{name} \mapsto \text{r-}, \\ \text{dob} \mapsto \text{r-}, \\ \text{add} \mapsto \text{r-}, \\ \text{qstatus} \mapsto \text{r-} \} \} \\
\text{c-done} & \mapsto \{ f \mapsto \{ \text{name} \mapsto \text{r-}, \\ \text{DOB} \mapsto \text{r-}, \\ \text{add} \mapsto \text{r-}, \\ \text{qstatus} \mapsto \text{r-} \} \}
\end{align*}
\]

Figure 4.15: Passport Application - Citizen’s view

\[
\begin{align*}
\text{ppo-waiting} & \mapsto \{ f \mapsto \{ \} \} \\
\text{ppo-reviewing} & \mapsto \{ f \mapsto \{ \text{name} \mapsto \text{r-}, \\ \text{DOB} \mapsto \text{r-}, \\ \text{add} \mapsto \text{r-} \} \} \\
\text{ppo-verifying} & \mapsto \{ f \mapsto \{ \text{name} \mapsto \text{r-}, \\ \text{DOB} \mapsto \text{r-}, \\ \text{add} \mapsto \text{r-}, \\ \text{qstatus} \mapsto \text{r-} \} \} \\
\text{ppo-done} & \mapsto \{ f \mapsto \{ \text{name} \mapsto \text{r-}, \\ \text{DOB} \mapsto \text{r-}, \\ \text{add} \mapsto \text{r-}, \\ \text{qstatus} \mapsto \text{r-} \} \}
\end{align*}
\]

Figure 4.16: Passport Application - PPO’s view

Figures 4.16 and 4.17 are the views for the PPO and the police respectively.

It is important to observe that fields are not duplicated for each user. Instead the view to that field is dependent on the user’s access to that field, which is a function of the user state.

### 4.2.2 Public Grievance portal

The public grievance portal of India [34] is where any citizen can file a complaint or raise a grievance with any department of the government. There are three users involved in this process, the citizen who files the grievance, the Public Grievance officer (PGO) who is responsible for the grievance, and the
government department against which the grievance is raised. In this process the identity of the citizen is hidden from the concerned government department. Figure 4.18 gives the specification of this process in plain text.

1. Citizen fills in the grievance form along with personal details. (Name, Address) and submits it to the PGO.
2. PGO receives the grievance and reviews it. Then the PGO can:
   (a) Rejects the grievance. Process ends here.
   (b) Or forwards it on to the concerned government department.
3. The concerned government department addresses the issue and responds back to the PGO.
4. The PGO evaluates the response. Then:
   (a) If the response is unsatisfactory, PGO returns the response back to the government department. Back to step 2.
   (b) If the response is satisfactory, PGO accepts the response and also forwards it to the citizen.

4.2.2.1 Process Layer

Figure 4.19 shows the CCS process specification for this workflow. There are three users in the workflow as indicated earlier: citizen(c), Public Grievance Officer(pgo) and the concerned government department(gov). A citizen can be in one of the following states: ready to file a grievance c-ready, waiting for the response c-waiting and done with the process c-done. Similarly, The pgo can be in one of the following states: ready to accept grievances pgo-ready, reviewing the grievance pgo-reviewing,
waiting for the reply from the government department \textit{pgo-waiting}, evaluating the response, or finally done \textit{pgo-done}. \textit{gov} can be in one of the following states: ready for processing the grievance \textit{gov-ready}, addressing the grievance \textit{pol-addressing}, waiting for the \textit{pgo gov-waiting} and done \textit{gov-done}. Figure 4.20 shows the map from the workflow specification map to the plain text specification.


table

<p>| | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>\textit{c-ready} &amp; \text{def} \equiv \text{submit} \cdot \textit{c-waiting}</td>
<td></td>
</tr>
<tr>
<td>2.</td>
<td>\textit{c-waiting} &amp; \text{def} \equiv \text{respond} \cdot \textit{c-done}</td>
<td></td>
</tr>
<tr>
<td>3.</td>
<td>\text{+} \text{decline} \cdot \textit{c-done}</td>
<td></td>
</tr>
</tbody>
</table>

| 4. | \textit{pgo-ready} & \text{def} \equiv \text{submit} \cdot \textit{pgo-reviewing} |
| 5. | \textit{pgo-reviewing} & \text{def} \equiv \text{decline} \cdot \textit{pgo-done} |
| 6. | \text{+ req} \cdot \textit{pgo-waiting} |

| 7. | \textit{pgo-waiting} & \text{def} \equiv \text{reply} \cdot \textit{pgo-evaluating} |
| 8. | \textit{pgo-evaluating} & \text{def} \equiv \text{accept} \cdot \text{respond} \cdot \textit{pgo-done} |
| 9. | \text{+ reject} \cdot \textit{pgo-waiting} |

| 10. | \textit{gov-ready} & \text{def} \equiv \text{req} \cdot \textit{gov-addressing} |
| 11. | \textit{gov-addressing} & \text{def} \equiv \text{reply} \cdot \textit{gov-waiting} |
| 12. | \textit{gov-waiting} & \text{def} \equiv \text{accept} \cdot \textit{gov-done} |
| 13. | \text{+ reject} \cdot \textit{gov-addressing} |

Initial Process Expression:

\textit{c-ready} | \textit{pgo-ready} | \textit{gov-ready}

Figure 4.19: Public Grievance Portal workflow

\subsection{Data Layer}

The data model can be seen in Figure 4.21. There are four fields: \textit{name}, \textit{address}, \textit{grievance} and \textit{response}. There are two forms: \textit{grievance} form and \textit{status} form.

\subsection{View layer}

Now we define the view layer for this example. The view associates user states with form view. Figures 4.22-4.24 capture the state-based access control for the citizen, PGO and the government department respectively.
<table>
<thead>
<tr>
<th>Plain-text</th>
<th>Workflow spec</th>
<th>Users involved</th>
</tr>
</thead>
<tbody>
<tr>
<td>Step 1</td>
<td>1,4</td>
<td>c,pgo</td>
</tr>
<tr>
<td>Step 2(a)</td>
<td>3,5</td>
<td>c,gov</td>
</tr>
<tr>
<td>Step 2(b)</td>
<td>6,10</td>
<td>gov,pgo</td>
</tr>
<tr>
<td>Step 3</td>
<td>7,11</td>
<td>pgo,gov</td>
</tr>
<tr>
<td>Step 4(a)</td>
<td>9,13</td>
<td>pgo,gov</td>
</tr>
<tr>
<td>Step 4(b)</td>
<td>2,8,12</td>
<td>c,pgo, gov</td>
</tr>
</tbody>
</table>

Figure 4.20: Grievance Portal - Mapping of the plain text specification to the workflow specification

\[
\begin{align*}
\text{users} & = \{c, pgo, gov\} \\
\text{forms} & = \{g, \quad \text{Grievance Form} \\
& \quad r, \quad \text{Response Form} \\
\text{fields} & = \{\text{name}, \quad \text{Name} \\
& \quad \text{add}, \quad \text{Address} \\
& \quad \text{grievance}, \quad \text{Citizen grievance} \\
& \quad \text{response}, \quad \text{Govt response}\}
\end{align*}
\]

Figure 4.21: Grievance Portal - Data Layer

\[
\begin{align*}
c-\text{ready} & \mapsto \{g \mapsto \{\text{name} \mapsto rw, \\
& \quad \text{add} \mapsto rw, \\
& \quad \text{grievance} \mapsto rw\}, \\
& \quad \{r \mapsto \{\}\}\} \\
c-\text{waiting} & \mapsto \{g \mapsto \{\text{name} \mapsto r-, \\
& \quad \text{add} \mapsto r-, \\
& \quad \text{grievance} \mapsto r-\}, \\
& \quad \{r \mapsto \{\text{grievance} \mapsto r-\}\}\} \\
c-\text{done} & \mapsto \{g \mapsto \{\text{name} \mapsto r-, \\
& \quad \text{add} \mapsto r-, \\
& \quad \text{grievance} \mapsto r-\}, \\
& \quad \{r \mapsto \{\text{grievance} \mapsto r-, \\
& \quad \text{response} \mapsto r-\}\}\}
\end{align*}
\]

Figure 4.22: Grievance Portal - Citizen’s view
The citizen uses the *grievance* form to submit a grievance, while the *status* form is used to collect the response from the *gov* and show it to the citizen. It can be seen that only after the process is complete, that the *pgo* views all four fields in the *grievance* form. On the other hand the citizen views the same fields, however in two different forms. This is modelled using the dynamic nature of the view.

There are more key points the may come to the observation of the reader in this example. For example, the view in this model has been designed in a way such that the government department, against which the grievance has been posted will not know the identity of the citizen who posted the grievance. This can be seen in Figure 4.24, where the view of the government department is defined such that the department does not have access to the grievance form. Note that this access of forms and fields is independent of the data model, but is controlled completely by the view.
The permission on response for the government department alternates between read-write and read-only for the *gov-addressing* and *gov-waiting* states respectively. This is a good example to show how the state impacts the view of a user. Another observation is that the field *grievance* is shared between both the forms. This is made possible by the delinking of forms and fields. This behavior can be considered similar to two different fields linking to the same content.
Chapter 5

Implementation as a Web application

The proposed model has been inspired by the idea of separating business processes from the user information [11]. Our model is layered in a way that, the data layer stores the user information, the process layer defines the business process, and the view layer handles the access control to the data. It has been designed keeping in mind that the end product will be a web application where different users can log in individually, and take part in the process.

This chapter discusses a prototype web-based implementation of the model. This is available publicly on GitHub [14]. For gathering the specification, we capture all three layers of the model separately from the user, i.e. the data layer that consists of just the different fields, forms and users; the process layer which is captured as a Pi-calculus specification and the view layer which is captured as updates based on the changes in the process layer.

A workflow engine is a key part of such web applications. The role of the workflow engine is to execute the workflow as per the specification. All commercially available WFMS have an inbuilt workflow engine, however none of them provide a support for formal algebraic specifications. For a comparison, we shall look at some of the available Pi-calculus engines in the next section. Apart from the workflow engine, there is also a need for a data store for storing the elements of the data layer.

The next section discusses some of the different implementations of Pi-calculus engines that are currently available.

5.1 Pi-calculus engine implementations

Turner, in his PhD thesis [71] introduces a basic implementation for Pi calculus called Pict. In this implementation, the calculus is polyadic, asynchronous, typed and also does not include summation. Turner also provides an implementation in C as a part of his thesis. The implementation uses FIFO queues for representing queues, and the data consists of boolean and integer values. The processes are represented as heap-allocated closures. A closure stores the code pointer (address to the function) along with the free variables associated with the process. Turner left out a distributed implementation as a part of his thesis.
PiLib [25] is also an implementation of Pi-calculus in Scala from Cremet and Odersky. It is shipped as a part of Scala’s standard library. It uses a monadic, synchronous and typed version of the calculus and includes guarded summation. PiStache [53] is a recent implementation in Scala with some performance improvements.

The occam-pi language [6] is a variation of the original occam language built on the top of Pi-calculus, instead of the Communicating Sequential Processes (CSP). occam-pi implements a typed, synchronous and monadic variant of the calculus. Guarded sums and distributed process mobility are included as a part of the calculus. KRoC [6] is the compiler written on using occam-pi.

The JPie Interface [83] is a Java implementation made for grid computing. It is a set of java classes that implement the essential semantics of Pi-calculus. It allows for implementation as distributed processing systems in java.

We discussed some implementations of Pi-calculus in this Section. The next section discusses our implementation of Pi-calculus, which is core to our approach of a WFMS with access control.

5.2 Implementation

We use the Python programming language [8] to implement our engine. We implement a polyadic, asynchronous, untyped version of Pi-calculus and also include summations. We also use queues similar to Pict to implement the queues, however we include support for summations. The view layer that control access control is closely tied with the workflow engine. We use MongoDB [5] as our data store. MongoDB is a NoSQL database that allows for the user process data to be serialized as an object, and can be saved and retrieved anytime directly from the database.

The web interface makes use of Modpython [4] in order to input the process specification, and also to generate the web application. The reader should note that the web interface uses the engine in order to process the user data, view and actions. We describe the functioning of the web interface below.

The user-view function of the view is used to determine the list of forms, their fields and their corresponding permissions. Depending on the permission of the field, the field is displayed to the user as readable, writable or both. A readable field is represented as a label with its value as the content, a writable field as an empty input box, and a read-write field as an input box pre-filled with the content. Note that the view only determines the structure of the page, the content of these fields is taken from the data layer. The buttons available to the user are determined by the process layer based on the transitions available from the current user state. Each button click instantiates an action, based on which, the corresponding transition of state takes place.

The next section demonstrates the implementation using the examples discussed in the previous section. We attempt to give the reader an understanding of the generated application with the help of screenshots. We show the fields with read write access in green colour, read only access in red colour, and write only access in blue colour.
5.3 Examples

5.3.1 Exam workflow

Firstly we discuss the simple exam workflow discussed in Section ?? . Figure 5.1 shows screenshots of the web application. Figure 5.1(a) shows the t-ready state, when the teacher is preparing the exam for the student. This is an form with read and write access to only the $q$ field. Figure 5.1(b) shows the s-writing state. In this state the student has read-only access to the $q$ field, and read-write access to the $a$ field, and can submit the exam by clicking “submit”. Similarly, Figure 5.1(c),(d) show the view of the users as the workflow progresses.
It should be seen that the users: **student** and **teacher** need to interact with each other in order for the workflow to proceed forward. Each user can be thought of as Deterministic Finite Automatons (DFA), the system evolves as a result of these different DFA’s interacting with each other.

### 5.3.2 Passport Application Portal

We use the passport application example discussed in Section 4.2.1 to introduce the implementation. Figure 5.2 shows screenshots of the web application. Figure 5.2(a) shows the *c-ready* state, when the citizen is filling personal details for the application. This is an form with read and write access to the name, dob and add fields. This has been defined as a function of the state in the example. Figure 5.2(b) shows the *ppo-reviewing* state. In this state the PPO has read-only access to the name, dob and add fields, and can either send the application back by clicking “incomplete” or send it to the police by clicking “verify”. These buttons are based on the different state transitions available to the user from the current state. Similarly, Figure 5.2(c),(d) and (e) show the view of the users as the workflow progresses.

It is important to observe that the implementation acts like an interpreter of the workflow specifications, and thus building this example did not require any code to be written. This has many benefits over MVC models like Ruby on Rails, Django etc. Firstly, as only the specification needs to be written, the time taken to build an application is drastically reduced. Secondly, as there is no need for writing code, the need for testing is eliminated. There are some weaknesses of this application, but they are discussed later. The next subsection discussed the public grievance portal example.

### 5.3.3 Public Grievance Portal

Secondly we discuss the implementation of the Public Grievance Portal example discussed in Section 4.2.2. Figure 5.3 shows screenshots of the web application as viewed by the different users as a part of their workflow. Figure 5.3(a) shows the *c-ready* state, when the citizen is filling the grievance form. At this state, the citizen has read and write access to the name, add and grievance fields. Figure 5.3(b) shows the *pgo-reviewing* state. In this state the PGO has read-only access to the fields filled by the citizen, and can either decline the application back by clicking “decline” or send it to the government by clicking “req”.

Figure 5.3(c) shows the form *r* for the government, when it has read only access to the grievance, and read write access to the response. Figure 5.3(d) shows the form *g* after it is verified by the police, and sent back to the PGO. Finally figure 5.3 shows the form *r* at *c-done* state for the citizen, where it gets read only access to the response from the government.

### 5.4 Discussion

In this chapter, we demonstrate a web application, which is build on top of a simple Pi-calculus engine. It consists of three layers: Process layer, implemented as a Pi-calculus engine; Data Layer,
implemented by the MongoDB database; View Layer, implemented by logic defined in the web server. The view of the user is controlled by the view layer, however any action taken by the user is handled by the engine, which executes the corresponding Pi-calculus action, that finally updates the view of the user.

Our approach of linking the view of the user with the pi-calculus engine via access control is a novel one. It however poses some limitations. Firstly, the data that was entered by the user, can’t have any influence on the flow. For example, in the passport workflow example, there can not be a separate workflow for a child based on the age entered by the user. Secondly, our Pi-calculus implementation is not designed for distributed systems.
Figure 5.2: Screenshots of the public passport portal example.
(a) Form g for the citizen in c-ready state

(b) Form g for the PGO in pgo-reviewing state

(c) Form r for the government in gov-addressing state

(d) Form g for the PGO in pgo-evaluating state

(e) Form r the citizen in c-done state

Figure 5.3: Screenshots of the public grievance portal example.
Chapter 6

A Formal model for expressing permissions using Pi-calculus

6.1 Introduction

The model discussed in the previous chapters uses Pi-calculus to formally model processes, while access control is modelled informally using handlers and updates. This chapter discusses a formal model based on Pi-calculus to express permissions over data for a process.

Milner [55] introduced the example of a buffer to model data using Pi-calculus. This example thinks of data as a process, in which the data is stored as a parameter to the process state. In this section, we initially extend this basic example to model permissions for a single buffer; and later propose a solution to model access control for a complete system.

6.2 Milner’s model for a buffer

Milner proposes a model which takes a buffer as a process, which can be in one of the following states: $B$ when its empty, and $C$ when it has some data. This data is stored as a parameter $x$ to the state $C$. Both the states are also parametrized on two channels, $r$ for reading & $w$ for writing.

\[
B(r, w) \overset{\text{def}}{=} w(x).C(x, r, w) \\
C(x, r, w) \overset{\text{def}}{=} r(x).B(r, w)
\]

One can observe that since this model is only meant for a buffer, it has some shortcomings to be used to model a data cell. For example, after a read is performed, the data is lost from the buffer. Also, a user can’t overwrite data. Thus, we extend this model of a buffer to consider persistent storage of the data.

\[
B(r, w) \overset{\text{def}}{=} w(x).C(x, r, w) \\
C(x, r, w) \overset{\text{def}}{=} r(x).C(x, r, w) + w(y).C(y, r, w)
\]
We call this model a cell. Upon a read the data is not lost, and also data can be written even when the user is at state $C$. Note that, we can simplify this model to a single state if there is some initialization value for the data.

$$C(x, r, w) \overset{\text{def}}{=} r(x).C(x, r, w) + w(y).C(y, r, w)$$

Suppose the initialization value is ‘0’, then the initialization expression for this will be $C(0, r, w)$ with $r$ & $w$ as the read and write channels provided to the user.

### 6.3 Model for a secure cell for a single user

$$\begin{align*}
\text{User}(us) & \overset{\text{def}}{=} \overline{\text{us}}. \text{us}(r,w). \\
& \quad ((\overline{\text{r}}. \text{r}(v). \overline{\text{Display}}(v) + \text{Get}(v). \overline{\text{Display}}(v)). \text{User}(us))
\end{align*}$$

$$\begin{align*}
\text{System}(us) & \overset{\text{def}}{=} (\text{us}. ((\text{new } \text{pch} \text{. } \text{Perm}(\text{pch}) . \overline{\text{pch}}. \text{pch}(r,w), \overline{\text{rw}}. \text{pch})) . \text{System}(us))
\end{align*}$$

$$\begin{align*}
\text{Data}(v, rw, ro, ow, oo) & \overset{\text{def}}{=} (\text{rw}. ((\text{new } r w). \overline{\text{rw}}(r,w) . \\
& \quad (\text{r}. \text{r}(v). \text{Data}(v, rw, ro, ow, oo) + \\
& \quad \text{w}(d). \text{Data}(d, rw, ro, ow, oo)))) + \\
& \quad \text{ro}. ((\text{new } r w). \overline{\text{ro}}(r,w) . \\
& \quad (\text{r}. \text{r}(v). \text{Data}(v, rw, ro, ow, oo) + \\
& \quad \text{w}(d). \text{Data}(d, rw, ro, ow, oo)))) + \\
& \quad \text{ow}. ((\text{new } r w). \overline{\text{ow}}(r,w) . \\
& \quad (\text{r}. \text{r}(0). \text{Data}(v, rw, ro, ow, oo) + \\
& \quad \text{w}(d). \text{Data}(d, rw, ro, ow, oo))) + \\
& \quad \text{oo}. ((\text{new } r w). \overline{\text{oo}}(r,w) . \\
& \quad (\text{r}. \text{r}(0). \text{Data}(v, rw, ro, ow, oo) + \\
& \quad \text{w}(d). \text{Data}(d, rw, ro, ow, oo))))
\end{align*}$$

**Initial Process Expression:**

$\text{Data}(0, rw, ro, ow, oo) | \text{System}(us) | \text{User}(us)$

Figure 6.1: Modelling permissions for a user on a field
In the previous model, it can be seen that if any user gets access to channels \( r \) & \( w \), the user can get permanent read and write access to the cell. In order to model a real world system, we need to address this issue of access control. In this section, we propose a model which controls the access of a cell with the help of a third party, the system. The system acts as a layer between the user and the data process.

\[
\begin{align*}
\text{User}_i(us) & \overset{\text{def}}{=} (\text{new } f). \text{Get}(f, \overline{w}(f)). \text{us}(r,w). \\
& \quad (\overline{r}. r(v). \overline{\text{Display}}(v) + \text{Get}(v). \overline{w}(v)) \cdot \text{User}_i(us) \\
\text{System}(\text{us}_i) & \overset{\text{def}}{=} (\sum_{i=1}^{n} \text{us}_i(j). (\text{new } \text{p}ch). \overline{\text{Perm}}(i,j). \text{Perm}(\text{p}ch). \\
& \quad \text{p}ch. \text{p}ch(r,w). \overline{\text{us}}_i(r,w). \overline{\text{p}ch}) . \text{System}(\text{us}_i \forall i \in [1,n]) \\
\text{Data}_j(v, rw, ro, ow, oo) & \overset{\text{def}}{=} (\text{rw}. (\text{new } r w). \overline{\text{rw}}(r,w). \\
& \quad (r. \overline{\text{r}}(v). \text{Data}_j(v, rw, ro, ow, oo) + \text{w}(d). \text{Data}_j(d, rw, ro, ow, oo))) + \text{ro}. (\text{new } r w). \overline{\text{ro}}(r,w). \\
& \quad (r. \overline{\text{r}}(v). \text{Data}_j(v, rw, ro, ow, oo) + \text{w}(d). \text{Data}_j(d, rw, ro, ow, oo))) + \text{ow}. (\text{new } r w). \overline{\text{ow}}(r,w). \\
& \quad (r. \overline{\text{r}}(0). \text{Data}_j(v, rw, ro, ow, oo) + \text{w}(d). \text{Data}_j(d, rw, ro, ow, oo))) + \text{oo}. (\text{new } r w). \overline{\text{oo}}(r,w). \\
& \quad (r. \overline{\text{r}}(0). \text{Data}_j(v, rw, ro, ow, oo) + \text{w}(d). \text{Data}_j(d, rw, ro, ow, oo)))
\end{align*}
\]

**Initial Process Expression:**

\[
\begin{align*}
\text{Data}_1(0) & \mid \text{Data}_2(0) \mid \ldots \mid \text{Data}_n(0) \mid \\
\text{System}(\text{us}_i \forall i \in [1,n]) \mid \\
\text{User}_1(\text{us}_1) & \mid \text{User}_2(\text{us}_2) \mid \ldots \mid \text{User}_n(\text{us}_n)
\end{align*}
\]

Figure 6.2: Modelling permissions for a system

This model consists of three processes: User, System and sData. User is the user process, the sData is a process that encapsulates the data, and System is the system process that controls the access of the user process. There are two channels: ‘us’, shared by User and System; and ‘sc’, shared by System and sData. Note that the user does not have a direct connection to sData, but can only access the data via System. System stores the permissions of the data for the user as a parameter to its state.
Now we discuss the high level functioning of the system. Whenever the user process wants to access the data, a request is sent over the channel sc. Upon receiving the request, the system based on the permission, queries sData, which returns back a new private channel which is sent back to User. User, can now send a request (read or write) on this channel, and sData responds. The scope of the private channel is limited to this request. Note that this private channel is created based on the permission of the user.

6.4 Model for a complete system with n users and m fields

The data model of a system consists of users and fields. This model extends the model defined in the previous section to incorporate n users and m fields. Whenever a user ‘u’ queries for a field ‘f’, an interface of that field is returned to the user, based on the permission of the field at the current state, by using the “Perm” process. This process accepts the user accepting the field ‘u’, and field to be accessed ‘f’ as the arguments on the channel ‘perm’ and returns one of the four channels defined on f - ‘rw’, ‘ro’, ‘ow’ & ‘oo’ based on the access for that user. Note that in π-calculus, channels can be passed as parameters to a function.

6.5 Proof of security

The previous sections discuss the model in detail, however as the reader may remember, the key purpose of the model is to guarantee security. In this section, we first attempt to define security in the context of this model, and later prove it. The complexity comes from the fact that π-calculus allows passing of channels over channels. This is essential for the model, however, as a result proving security is a mammoth task due to the dynamic flow of channels.

We break the definition of security in two parts:

- **Isolation:** No two users processes can interact directly or share permissions with each other.

- **Access Control:** Users can read and write based on their access to the data defined by Perm

By proving Isolation, we can safely say that a user can not share or view data of another user process. Access Control proves that a user can read or write data based on her access to the data. Firstly we try to prove Isolation.

6.5.1 Isolation

We define η as a function, which for a given state, gives all the channels that can be accessed from that state, or any future reduction of that state.

**Definition** \( \eta(u) = \text{Set of channels accessible at state } u \text{ or any } \beta\text{-reduction of } u \).
**Definition** Two users $User_i, User_j$ are set to be isolated iff $\eta(User_i) \cap \eta(User_j) = \emptyset$

We give the $\eta$ for the different states.

$$\eta(User_i) = \{us_i, r, w\}$$  \hspace{1cm} (6.1)

$r, w$ are scoped channels, and generated for the scope of one request by the Data process. $us_i$ is the channel used by $User_i$ to interact with the System. Next we look at the $\eta$ for System.

$$\eta(System) = \{us_i \forall i \in [1, n],\ $$
$$rw_j, ro_j, ow_j, oo_j \forall j \in [1, m],\ $$
$$r, w\}$$  \hspace{1cm} (6.2)

Similar to User, $r$ and $w$ are generated for the scope of one request by the Data process. Finally we look at the Data processes.

$$\eta(Data_j) = \{rw_j, ro_j, ow_j, oo_j, r, w\}$$  \hspace{1cm} (6.3)

**Lemma 6.5.1** $\eta(User_i) \cap \eta(User_j) = \emptyset$

**Proof**

$$\eta(User_i) = \{us_i, r, w\}$$
$$\eta(User_j) = \{us_j, r, w\}$$

Since $r$ and $w$ are scoped channels with the Data process, they are not shared in the above two states. Thus the intersection is an empty set.

**Theorem 6.5.2** $User_i$ and $User_j, \forall i \neq j$, can not communicate with each other on any channel.

**Proof** This a simple extension of Lemma 6.5.1 which implies that two User processes do not share any channels, hence it is implicit that they can not directly communicate with each other.

Theorem 6.5.2 implies that two users can not interact directly with each other, and thus can not share permissions or data with each other.

### 6.5.2 Access Control

Proving access control maps down to proving the correctness of permissions. As there are a limited number of permissions, we prove this by simulating reads and writes over every permission channel for a data process. For reads, output on the channel $r$ is the relevant data sent to the user, and in case of writes, the data value encapsulated by the data process after getting an input on channel $w$ is the relevant data. Table 6.1 shows the output of the simulation. The state of the data process is $Data(v,rw,ro,ow,oo)$, and the value tried to be written is $v_{new}$.

We show the simulation for $rw$ for the data process below. The rest were conducted similarly.
\[ Data(v_{new},rw,ro,ow,oo) \]

\[ \begin{align*}
    Data(v_{new},rw,ro,ow,oo) & \Rightarrow (r. \bar{\tau}(v). Data(v_{new},rw,ro,ow,oo) + \\
    & \quad w(v_{new}). Data(v_{new},rw,ro,ow,oo) )) \\
    \Rightarrow r. \bar{\tau}(v). Data_{j}(v_{new},rw,ro,ow,oo) \\
    \Rightarrow Data_{j}(v_{new},rw,ro,ow,oo)
\end{align*} \]

<table>
<thead>
<tr>
<th>Permission</th>
<th>Data read</th>
<th>Data after write</th>
</tr>
</thead>
<tbody>
<tr>
<td>( rw )</td>
<td>( v )</td>
<td>( v_{new} )</td>
</tr>
<tr>
<td>( ro )</td>
<td>( v )</td>
<td>( v )</td>
</tr>
<tr>
<td>( ow )</td>
<td>( 0 )</td>
<td>( v_{new} )</td>
</tr>
<tr>
<td>( oo )</td>
<td>( 0 )</td>
<td>( v )</td>
</tr>
</tbody>
</table>

Table 6.1: Simulation output

Table 6.1 displays the output behavior for each permission on running simulations. This being clearly consistent with the permission model proves the Access Control property of security.

### 6.6 Discussion

In this chapter, we proposed two models for access control, first for a simple system with a user and a single field, and then for a complete system with \( n \) users and \( m \) fields. We take inspiration from Milner’s model for implementing a cell using Pi-calculus. The view layer in our approach has the responsibility for controlling the access of a user. This is done by the help of a separate access control process which determines the access of a user for any field. We have also given a proof for security for the generic model.
Chapter 7

Conclusions

This thesis gave a state based access control approach to model processes as workflows. Our work aims at generating specifications for such systems. This specification can be verified and validated at run-time, using various analysis tools available for process algebra. We have also shown how such a specification can be used to generate a system with rules based on the specification. Chapter 5 gave the implementation for such a WFMS.

Chapter 3 gave a layered approach for access control in WFMS. It consisted of three layers: Data layer, View layer and Process Layer. The data layer is essentially the data store, which is used to save the user data, the process layer manages the workflow and the view layer is responsible for access control. Our approach uses state based access control, however we implement access control as logic in the part of the view layer, and not as a part of the $\pi$-calculus engine. In Section 6, we demonstrated modelling access control using $\pi$-calculus, which can also be used to further improve the approach, by allowing for algebraic verification techniques to be used to verify access control policies.

However the approach introduced in this thesis is a simple model that can form the core of several improvements and extensions. The concept of roles needs to be added to the model in order to make it scalable. The model assumes that the workflow does not depend on the field content, however this may not always be the case. This model can also be extended with the concept of private channels defined in $\pi$-calculus [55] for security against eavesdropping attacks. It also leaves out the issue of meta-level access control that is concerned with granting privileges to design view specifications. Future extensions should consider incorporating deadlines, exceptions and timeouts, and their specification in workflows.
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